**Python lessons**

1. To print : print(“Hello world!”)

Substitute parameters:

name = "John"

age = 23

print("%s is %d years old." % (name, age))

%s, %d, %f, %.2f -> prints float number upto 2 decimal places, %x/%X -> hexadecimal numbers

1. Multiple assignment: a,b = 3,4
2. No need to declare data type: x=156.0 or y=”Hello”
3. Mixing operators between numbers and strings is not supported: print(2+”ok”)

If statement. No curly braces, only indentation using tab:

a=1

if a == 1:

print(“yes”)

elif a<1:

print(“less”)

else :

print(“more”)

1. Lists in python.
2. We can append any object in the list.
3. Accessing index not in list, generates an exception(Index error)
4. Add lists using + operator: list1 + list2
5. Repeat a list: list1\*2

newList = [], newList=[1,2,3]

newList.append(1)

print(newList[1])

list1 = [1,2]

list2 = [3,4]

list3 = list1 + list2

print(list3) -> [1,2,3,4]

list1 = list1\*2

print(list1) -> [1,2,1,2]

1. 2\*\*3 is 2 raised to power 3 and 2\*3 is multiplication of 2 and 3
2. “hello”\*3 gives a string “hellohellohello”
3. (1,2,”name”) -> tuple. It is a fixed size list and is immutable.
4. len(“name”) -> 4, “name”.index(“a”) -> 1
5. String slicing

astring=”hello”

astring[1:4] -> ell, astring[1:] -> ello, astring[:4]->hell , astring[-4:-1]->ell, astring [::2]->hlo, astring[::-1]->olleh

1. String splitting

astring=”hello world!”

astring.split(“ “)->[“hello”, “world!”]

1. Conditional operators

a=1 b=2

|  |  |
| --- | --- |
| if a==1 and b<3 :  print(“true”) -> true | if a>1 or b<3 :  print(“false”) -> false |

1. “in” operator

name = "John"

if name in ["John", "Rick"]:

print("Your name is either John or Rick.")

1. “is” operator compares two objects

x = [1,2,3]

y = [1,2,3]

print(x == y) -> True

print(x is y) -> False

1. “not” operator inverts the Boolean expression. It makes true all false expressions. Following are considered false:-
2. An empty string: ""
3. An empty list: []
4. The number zero: 0
5. The false boolean variable: False
6. For loop

names=[“rick”, “john”]

for name in names:

print(name)

for x in range(5):

print(x) #prints 0 to 4

else:

print(“loop terminated at %d“%x) #prints 4

else clause is executed when for condition fails. It is skipped only in the case of break.

1. Defining functions

def sum\_two\_numbers(a,b):

return a+b #custom functions definition

a=2

b=3

print(“the sum of %d and %d is %d”%(a,b, sum\_two\_numbers(a,b))) #calling the function

The function must be defined and then called.

1. Defining Classes and objects

class MyClass:

variable = "blah"

def function(self):

print("This is a message inside the class.")

myobject = MyClass()

myobject.function() #prints This is a message inside the class.

print(myobject.variable) #prints blah

1. Dictionaries have key-value pairs

phonebook = {}

|  |  |  |
| --- | --- | --- |
| phonebook["John"] = 938477566  phonebook["Jack"] = 938377264  phonebook["Jill"] = 947662781 | **OR** | phonebook = {  "John" : 938477566,  "Jack" : 938377264,  "Jill" : 947662781  } |

print(phonebook) #prints {'Jack': 938377264, 'John': 938477566, 'Jill': 947662781}

same key can’t be added, only the value updates

**Iterating a dictionary**

phonebook = {"John" : 938477566,"Jack" : 938377264,"Jill" : 947662781}

for name, number in phonebook.items():

print("Phone number of %s is %d" % (name, number))

Deleting item from dictionary: phonebook.pop(“John”) or del phonebook[“John”]

To check for a key:

If “John” in phonebook:

print(“John is here”)

if “John” not in phonebook:

print(“john is not here”)

1. Importing other modules in current workspace:

Eg. To import draw.py

import draw

usage: draw.draw\_circle(a) #calling draw\_circle function written in draw.py file

to import draw\_circle from draw.py

from draw import draw\_circle as circle #custom import name for the function in this workspace.

Custom import name

if visual\_mode:

# in visual mode, we draw using graphics

import draw\_visual as draw

else:

# in textual mode, we print out text

import draw\_textual as draw

The first time a module is loaded into a running Python script, it is initialized by executing the code in the module once. If another module in your code imports the same module again, it will not be loaded twice but once only - so local variables inside the module act as a "singleton" - they are initialized only once.

1. Extending module path

You could either use the environment variable PYTHONPATH to specify additional directories to look for modules in:

PYTHONPATH=/foo python game.py OR sys.path.append("/foo")

This will execute the file game.py and will enable the script to load modules from the foo directory as well as the local directory.

1. To look for modules implemented in a package, use dir

dir(module\_name) #prints smthng like this: [‘a’,’b’,’c’]

to know more, help(module\_name)

1. Every package in python that is to be included must have \_\_init\_\_.py file. It could be empty too.

Import foo.bar #foo is the package name and bar is the module

If we want to expose only a few modules and not all a package, then we edit \_\_init\_\_.py, overriding \_\_all\_\_ variable:

\_\_init\_\_.py:

\_\_all\_\_ = ["bar"]

1. To find a certain string in the words like in a list:

list1 = [‘hello’, ‘ world’, ‘how’, ‘are’,’you’]

list2=[]

for x in list1:

if “find” in x:

list2.append(x)

print(list2) #this prints a list of all the words in the list1 that contain word “find”

1. **Numpy Arrays**

Great alternatives to python lists, operations on numpy arrays is computationally fast and efficient.

height = [1.87, 1.87, 1.82, 1.91, 1.90, 1.85]

weight = [81.65, 97.52, 95.25, 92.98, 86.18, 88.45]

import numpy as np

# Create 2 numpy arrays from height and weight

np\_height = np.array(height)

np\_weight = np.array(weight)

bmi = np\_weight / np\_height \*\* 2 #use arrays as parameters in the equation to compute the result on every element

To subset in numpy arrays:

bmi > 23 # returns Boolean result bmi[bmi > 23] #subsets the array to include only elements that satisfy the condition

1. **Pandas DataFrames**

Pandas is a high-level data manipulation tool developed by Wes McKinney. It is built on the Numpy package and its key data structure is called the DataFrame. DataFrames allow you to store and manipulate tabular data in rows of observations and columns of variables.

Eg. dict = {"country": ["Brazil", "Russia", "India", "China", "South Africa"],

"capital": ["Brasilia", "Moscow", "New Delhi", "Beijing", "Pretoria"],

"area": [8.516, 17.10, 3.286, 9.597, 1.221],

"population": [200.4, 143.5, 1252, 1357, 52.98]}

import pandas as pd

brics = pd.DataFrame(dict) #prints below output
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Indexing has been done as 0,1,etc. To change this: brics.index = ["BR", "RU", "IN", "CH", "SA"]

Or to read the data from csv file:

brics = pd.read\_csv(“country.csv”) #read data from a csv file

1. Indexing Pandas DataFrame

brics[‘area’] #gives pandas series

brics[[‘area’]] #gives pandas dataFrame

brics[0:4] #gives only 0-3 rows of the dataFrame

cars.iloc[2]) # Print out observation for 2nd index

cars.loc[['AUS', 'EG']] # Print out observations for Australia and Egypt

1. List Comprehensions

Eg. word\_lengths = [len(word) for word in words if word != "the"]

1. Multiple arguments Functions \*therest is a tuple here. To know length of tuple, len(tuplename)

therest is the varargs here

|  |  |
| --- | --- |
| def foo(first, \*therest) :  print(“first:%s”%first)  print(“rest.. %s”%list(therest))  foo(1,2,3,4) | first:1  rest..[2,3,4] |

1. Use functions as arguments

# \*\*options is used to access the elements of the tuple by the keyword

def bar(first, second, third, \*\*options):

if options.get("action") == "sum":

print("The sum is: %d" %(first + second + third))

if options.get("number") == "first":

return first

result = bar(1, 2, 3, action = "sum", number = "first")

print("Result: %d" %(result))

#o/p: The sum is 6

Result: 1

#action provides the function to be performed and first is the variable to be accessed, this can be changed as per need

1. Generators

Generators are used to create iterators, but with a different approach. Generators are simple functions which return an iterable set of items, one at a time, in a special way. When an iteration over a set of item starts using the for statement, the generator is run. Once the generator's function code reaches a "**yield**" statement, the generator yields its execution back to the for loop, returning a new value from the set. The generator function can generate as many values (possibly infinite) as it wants, yielding each one in its turn. Example below:-

|  |  |
| --- | --- |
| import random  def lottery():  # returns 6 numbers between 1 and 40  for i in range(6): #output ->  yield random.randint(1, 40)  # returns a 7th number between 1 and 15  yield random.randint(1,15)  for random\_number in lottery():  print("And the next number is... %d!" %(random\_number)) |  |

1. Exception handling:

def print\_any\_number():

try:

print(“hey what’s this”)

except Exception: #any exception could be here eg NameError

print(“hell”)

1. Sets in python: sets are lists with no duplicate entries

print(set("my name is Eric and Eric is my name".split())) #{'my', 'Eric', 'name', 'and', 'is'}

a = set(["Jake", "John", "Eric"])

b = set(["John", "Jill"])

To find common elements between two sets: a.intersection(b)

To find elements only in one set : a. symmetric\_difference(b)

a-b: a.difference(b)

union of all sets: a.union(b)

1. To convert json string into json object

import json

jsonObject = json.loads(jsonstring) #converts json string into json object

jsonString = json.dumps(jsonObject) #converts json object to json string

To add a parameter to jsonObject: jsonObject[“age”]=23

To access: jsonObject[“age”]

Python supports a Python proprietary data serialization method called pickle (and a faster alternative called cPickle). It is used the same way.

import pickle

pickled\_string = pickle.dumps([1, 2, 3, "a", "b", "c"])

print(pickle.loads(pickled\_string))

1. Creating partial functions, to limit the functionality

**from functools import partial**

def func(u,v,w,x):

return u\*4 + v\*3 + w\*2 + x

f1 = partial(func, 3, 2, 3) #u=3,v=2,w=3 creating partial function f1 out of func with limited number of parameters

print(f1(36)) #x=36

1. Code Introspection

help()

dir()

hasattr()

id()

type()

repr()

callable()

issubclass()

isinstance()

\_\_doc\_\_

\_\_name\_\_

1. Closures

Variables in the function are only read-only in their nested functions. To modify them, use nonlocal keyword.

def print\_msg(number):

def printer():

"Here we are using the nonlocal keyword"

nonlocal number #allows modifying the external variable

number=3

print(number)

printer()

print(number)

print\_msg(9)

Closures can avoid use of global variables and provides some form of data hiding.(Eg. When there are few methods in a class, use closures instead)

1. Decorators allow us to make simple modifications to callable objects like [functions](http://www.learnpython.org/en/Functions), [methods, or classes](http://www.learnpython.org/en/Classes%20and%20Objects). A decorator is just another function which takes a functions and returns one.

def repeater(old\_function):

def new\_function(\*args, \*\*kwds):

old\_function(\*args, \*\*kwds) # we run the old function

old\_function(\*args, \*\*kwds) # we do it twice

return new\_function # we have to return the new\_function, or it wouldn't reassign it to the value

@repeater

def multiply(num1, num2):

print(num1 \* num2)

multiply(2, 3)

@check

def check(old\_function):

def new\_function(arg):

if arg < 0: raise (ValueError, "Negative Argument") # This causes an error, which is better than it doing the wrong thing

old\_function(arg)

return new\_function

1. Tuples

Tuples are immutable lists

Named tuple

from collections import namedtuple

Car = namedtuple(‘Car’, ‘color’, ‘mileage’)

my\_car = Car(‘red’, ‘3456.7’)

print(my\_car.color) #red

print(my\_car.mileage) #3456.7

print(my\_car) #Car(color=’red’,mileage=3456.7)

my\_car.color = ‘blue’

1. A mixin is a special kind of multiple inheritance. There are two main situations where mixins are used:

* You want to provide a lot of optional features for a class.
* You want to use one feature in a lot of different classes.

Mixins are supported via [multiple inheritance](https://en.wikipedia.org/wiki/Multiple_inheritance).  mixin is independent enough that it doesn’t feel the same as a parent class. Mixins aren’t generally used on their own but aren’t abstract classes either.

1. “**with**” statement

It’s handy when you have two related operations which you’d like to execute as a pair, with a block of code in between. The classic example is opening a file, manipulating the file, then closing it:

**with** **open**('output.txt', 'w') **as** f:

f.write('Hi there!')

The above with statement will automatically close the file after the nested block of code. The advantage of using a with statement is that it is guaranteed to close the file no matter *how* the nested block exits. If an exception occurs before the end of the block, it will close the file before the exception is caught by an outer exception handler. If the nested block were to contain a return statement, or a continue or break statement, the with statement would automatically close the file in those cases, too. If the class doesn’t support **with** statement, there are two ways to support the with statement: by implementing a context manager class or by writing a generator function.

**Read more :** <https://preshing.com/20110920/the-python-with-statement-by-example/>

Example to understand ‘with’:
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* **Implementing the Context Manager as a Class**

define a class containing an \_\_enter\_\_and \_\_exit\_\_ method
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The Saved object is considered to be the [context manager](http://docs.python.org/reference/datamodel.html#context-managers).

[**Context manager**](http://docs.python.org/reference/datamodel.html#context-managers): A *context manager* is an object that defines the runtime context to be established when executing a ‘[with](https://docs.python.org/3/reference/compound_stmts.html#with)’ statement. The context manager handles the entry into, and the exit from, the desired runtime context for the execution of the block of code. Context managers are normally invoked using the ‘with’ statement (described in section [The with statement](https://docs.python.org/3/reference/compound_stmts.html#with)), but can also be used by directly invoking their methods. Typical uses of context managers include saving and restoring various kinds of global state, locking and unlocking resources, closing opened files, etc.

* **Implementing the Context Manager as a Generator**

write a [generator function](http://docs.python.org/tutorial/classes.html#generators)

![](data:image/png;base64,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)

![](data:image/png;base64,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)